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## Algorithmic Design Principle: Divide-and-conquer

(1) Divide the problem into a number of subproblems that are smaller instances of the same problem
(2) Conquer the subproblems by solving them recursively (if subproblems have constant size, solve them directly)
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## Examples

Quicksort, Mergesort, maximum subarray algorithm, binary search, Fast-Peak-Finding, ...
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(1) Divide $A \rightarrow A_{1}$ and $A_{2}$
(2) Conquer Solve $A_{1}$ and $A_{2}$
(3) Combine

Combine sorted subarrays $A_{1}$ and $A_{2}$ and obtain sorted array $A$


Runtime: (assuming that $n$ is a power of 2 )

$$
\begin{aligned}
& T(1)=O(1) \\
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\end{aligned}
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## Methods for solving recurrences

- Substitution method guess solution, verify, induction
- Recursion-tree method (previously seen for Mergesort and maximum subarray problem)
may have plenty of awkward details, provides good guess that can be verified with substitution method
- Master theorem
very powerful, cannot always be applied
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Verify Base Case for $f_{2}$

- We have: $T(1)=1$ and $f_{2}(1)=C-1 \geq T(1)$ for $C \geq 2$
- We thus set the constant $C$ in $f_{2}$ to $C=2$
- Then $f_{2}(n)=2 n-1 \geq T(n)$ for every $n \geq 1$
- This implies that $T(n) \in O(n)$


## Comments

- Guessing right can be difficult and requires experience
- However, recursion tree method can provide a good guess!

